# 第五小组作品报告提纲

## 作品名称: 简单2048小游戏

1. 成员介绍

**组长 谭小明：框架构思+部分代码编写+汇报**

**组员 徐薇：主要代码编写及测试**

**组员 朱敏：ppt制作**

**组员 刘思雨：ppt制作+汇报**

**组员 刘雪岩：部分代码编写及测试  
组员 张航：主要代码编写  
组员 李波：相关学习资料的收集与提供**

1. 作品简介

应用场景：日常的玩耍

1. 总体设计
   1. 基本思路：
      1. 构建棋盘；
      2. 通过键盘上的指定键控制数字的移动（数字2，4随机生成）；
      3. 数字移动时若移动方向相邻两个数字有相等的，则把该两个数字相加合并；
      4. 重复上述步骤，若得分达到2048，游戏结束，否则，游戏继续。
   2. 主要技术难点和解决方案
      1. 首要难点：数字的移动，将移动进行分解，分为上下左右移动；
      2. 用什么记录位置，怎样记录每个数字的值，边界，相同值相加？

选择用一个二维数组记录位置相关信息。

1. 特色和创新点
   1. 特色：基于cmd实现，操作简易；
   2. 创新点：设置重置按钮。
2. 运行截图

![](data:image/png;base64,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)

1. 项目组成员的工作心得

第五组的成员整体上来说，计算机专业的同学占了大多数，只有两个同学是经济学院的，项目应该是比较轻松能完成的，但是却一直拖到汇报前的一两周才开始，而且效率也不是很高，我们组里一个很严重的问题就是成员的积极性极低，群里几乎没有人回应我的安排，但是让我非常高兴的是我们在最后两周一起齐心的把作业完成了，不管怎么样，这样的经历是十分难忘的。

1. 存在的问题、建议及其他需要说明的情况

小组成员积极性不高，沟通上存在问题。建议以后每个小组里可以把老师或者助教拉进群里一起讨论，这样遇到问题也更好解决。

1. 附件：代码
2. *# import，导入所需要的包，库***import** curses  
   **from** random **import** randrange, choice *# generate and place new tile***from** collections **import** defaultdict  
     
   *# 获得有效键值列表*letter\_codes **=** [ord(ch) **for** ch **in 'WASDRQwasdrq'**]  
     
   *# 定义用户动作*actions **=** [**'Up'**, **'Left'**, **'Down'**, **'Right'**, **'Restart'**, **'Exit'**]  
   *# 将输入与行为进行关联*actions\_dict **=** dict(zip(letter\_codes, actions **\*** 2))  
     
     
   *# 用户输入处理，这里直到获得用户有效输入才返回对应行为。***def get\_user\_action**(*keyboard*)**:** char **= "N"  
    while** char **not in** actions\_dict**:** char **=** *keyboard*.**getch**()  
    **return** actions\_dict[char]  
     
   *# 矩阵转置***def transpose**(*field*)**:  
    return** [list(row) **for** row **in** zip(**\****field*)]  
   *# 矩阵逆转***def invert**(*field*)**:  
    return** [row[**::-**1] **for** row **in** *field*]  
     
     
   *# 创建棋盘，初始化棋盘参数，  
   # 这里指定了棋盘的高和宽以及游戏胜利条件  
   # 在这里我们制定的是最经典的4x4的模式。***class GameField**(object)**:  
    def \_\_init\_\_**(self, *height***=**4, *width***=**4, *win***=**2048)**:** self.height **=** *height* self.width **=** *width* self.win\_value **=** *win # 过关分数* self.score **=** 0 *# 当前分数* self.highscore **=** 0 *# 最高分* self.**reset**() *# 重置棋盘  
     
    # 重置棋盘* **def reset**(self)**:***# highscore为程序初始化过程中定义的一个变量。记录你赢得游戏的最高分数记录。* **if** self.score **>** self.highscore**:** self.highscore **=** self.score  
    self.score **=** 0  
     
    *# 生成一个二维数组。  
    # 其中，第一维长度是self.width。第二维长度为self.height。  
    # 相当于把棋盘上每一个下棋的地方(横纵线交叉产生的方格)赋值为0。* self.field **=** [[0 **for** i **in** range(self.width)] **for** j **in** range(self.height)]  
    self.**spawn**()  
    self.**spawn**()  
     
     
    *#按键后数字合并操作，棋盘走一步。  
    #通过对矩阵进行转置与逆转，可以直接从左移得到其余三个方向的移动操作。* **def move**(self, *direction*)**:  
    def move\_row\_left**(*row*)**:  
    def tighten**(*row*)**:** *# squeese non-zero elements together* new\_row **=** [i **for** i **in** *row* **if** i **!=** 0]  
    new\_row **+=** [0 **for** i **in** range(len(*row*) **-** len(new\_row))]  
    **return** new\_row  
     
    *# 定义合并函数* **def merge**(*row*)**:** pair **= False** new\_row **=** []  
    **for** i **in** range(len(*row*))**:  
    if** pair**:** new\_row.**append**(2 **\*** *row*[i])  
    self.score **+=** 2 **\*** *row*[i]  
    pair **= False  
    else:  
    if** i **+** 1 **<** len(*row*) **and** *row*[i] **==** *row*[i **+** 1]**:** pair **= True** new\_row.**append**(0)  
    **else:** new\_row.**append**(*row*[i])  
    **assert** len(new\_row) **==** len(*row*)  
    **return** new\_row  
    **return tighten**(**merge**(**tighten**(*row*)))  
     
    moves **=** {}  
    moves[**'Left'**] **= lambda** *field***:** \  
    [**move\_row\_left**(row) **for** row **in** field]  
    moves[**'Right'**] **= lambda** *field***:** \  
    **invert**(moves[**'Left'**](**invert**(field)))  
    moves[**'Up'**] **= lambda** *field***:** \  
    **transpose**(moves[**'Left'**](**transpose**(field)))  
    moves[**'Down'**] **= lambda** *field***:** \  
    **transpose**(moves[**'Right'**](**transpose**(field)))  
     
    **if** *direction* **in** moves**:  
    if** self.**move\_is\_possible**(*direction*)**:** self.field **=** moves[*direction*](self.field)  
    self.**spawn**()  
    **return True  
    else:  
    return False** *# 判断输赢* **def is\_win**(self)**:  
    return** any(any(i **>=** self.win\_value **for** i **in** row) **for** row **in** self.field)  
     
    *# 游戏界面的绘制* **def is\_gameover**(self)**:  
    return not** any(self.**move\_is\_possible**(move) **for** move **in** actions)  
     
    **def draw**(self, *screen*)**:** help\_string1 **= '(W)Up (S)Down (A)Left (D)Right'** help\_string2 **= ' (R)Restart (Q)Exit'** gameover\_string **= ' GAME OVER'** win\_string **= ' YOU WIN!'  
    def cast**(*string*)**:** screen.**addstr**(*string* **+ '**\n**'**)  
     
    *# 绘制水平分割线* **def draw\_hor\_separator**()**:** line **= '+' +** (**'+------' \*** self.width **+ '+'**)[1**:**]  
    separator **= defaultdict**(**lambda:** line)  
    **if not** hasattr(draw\_hor\_separator, **"counter"**)**:** draw\_hor\_separator.counter **=** 0  
    **cast**(separator[draw\_hor\_separator.counter])  
    draw\_hor\_separator.counter **+=** 1  
     
    **def draw\_row**(*row*)**:  
    cast**(**''**.**join**(**'|{: ^5} '**.**format**(num) **if** num **>** 0 **else '| ' for** num **in** *row*) **+ '|'**)  
     
    *screen*.**clear**()  
    **cast**(**'SCORE: ' +** str(self.score))  
    **if** 0 **!=** self.highscore**:  
    cast**(**'HIGHSCORE: ' +** str(self.highscore))  
    **for** row **in** self.field**:  
    draw\_hor\_separator**()  
    **draw\_row**(row)  
    **draw\_hor\_separator**()  
    **if** self.**is\_win**()**:  
    cast**(win\_string)  
    **else:  
    if** self.**is\_gameover**()**:  
    cast**(gameover\_string)  
    **else:  
    cast**(help\_string1)  
    **cast**(help\_string2)  
     
    *# 棋盘数字生成，随机生成一个2或者4* **def spawn**(self)**:** new\_element **=** 4 **if randrange**(100) **>** 89 **else** 2  
    (i,j) **= choice**([(i,j) **for** i **in** range(self.width) **for** j **in** range(self.height) **if** self.field[i][j] **==** 0])  
    self.field[i][j] **=** new\_element  
     
    *# 判断能否移动* **def move\_is\_possible**(self, *direction*)**:  
    def row\_is\_left\_movable**(*row*)**:   
    def change**(*i*)**:** *# true if there'll be change in i-th tile* **if** row[*i*] **==** 0 **and** row[*i* **+** 1] **!=** 0**:** *# Move* **return True  
    if** row[*i*] **!=** 0 **and** row[*i* **+** 1] **==** row[*i*]**:** *# Merge* **return True  
    return False  
    return** any(**change**(i) **for** i **in** range(len(*row*) **-** 1))  
     
    check **=** {}  
    check[**'Left'**] **= lambda** *field***:** \  
    any(**row\_is\_left\_movable**(row) **for** row **in** field)  
     
    check[**'Right'**] **= lambda** *field***:** \  
    check[**'Left'**](**invert**(field))  
     
    check[**'Up'**] **= lambda** *field***:** \  
    check[**'Left'**](**transpose**(field))  
     
    check[**'Down'**] **= lambda** *field***:** \  
    check[**'Right'**](**transpose**(field))  
     
    **if** *direction* **in** check**:  
    return** check[*direction*](self.field)  
    **else:  
    return False***# 下面是主逻辑代码，游戏会不断循环，直到达到Exit终结状态结束程序***def main**(*stdscr*)**:  
    def init**()**:** *#重置游戏棋盘* game\_field.**reset**()  
    **return 'Game'  
     
    def not\_game**(*state*)**:** *#画出 GameOver 或者 Win 的界面* game\_field.**draw**(stdscr)  
    *#读取用户输入得到action，判断是重启游戏还是结束游戏* action **= get\_user\_action**(stdscr)  
    responses **= defaultdict**(**lambda:** *state*) *#默认是当前状态，没有行为就会一直在当前界面循环* responses[**'Restart'**], responses[**'Exit'**] **= 'Init'**, **'Exit'** *#对应不同的行为转换到不同的状态* **return** responses[action]  
     
    **def game**()**:** *#画出当前棋盘状态* game\_field.**draw**(stdscr)  
    *#读取用户输入得到action* action **= get\_user\_action**(stdscr)  
     
    **if** action **== 'Restart':  
    return 'Init'  
    if** action **== 'Exit':  
    return 'Exit'  
    if** game\_field.**move**(action)**:** *# move successful* **if** game\_field.**is\_win**()**:  
    return 'Win'  
    if** game\_field.**is\_gameover**()**:  
    return 'Gameover'  
    return 'Game'** *# state存储当前状态，state\_actions这个词典变量作为状态转换的规则，它的key是状态，value是返回下一个状态的函数。* state\_actions **=** {  
    **'Init':** init,  
    **'Win': lambda: not\_game**(**'Win'**),  
    **'Gameover': lambda: not\_game**(**'Gameover'**),  
    **'Game':** game  
    }  
     
    *# 使用默认颜色作为背景* curses.**use\_default\_colors**()  
     
    *# 设置终结状态最大数值为 2048q* game\_field **= GameField**(win**=**2048)  
     
    state **= 'Init'** *#状态机开始循环* **while** state **!= 'Exit':** state **=** state\_actions[state]()  
      
    *# 此处的意思是: state=init()或者  
    # state=not\_game(‘Win')或者  
    # 是另外的not\_game(‘Gameover')/game()*curses.**wrapper**(main)